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Abstract—Due to the limited permissions for upgrading dual-
side (i.e., server-side and client-side) loss tolerance schemes from
the perspective of CDN vendors in a multi-supplier market,
modern large-scale live streaming services are still using the
automatic-repeat-request (ARQ) based paradigm for loss recov-
ery, which only requires server-side modifications. In this paper,
we first conduct a large-scale measurement study with up to
50 million live streams. We find that loss shows dynamics and
live streaming contains frequent on-off mode switching in the
wild. We further find that the recovery latency, enlarged by
the ubiquitous retransmission loss, is a critical factor affecting
live streaming’s client-side QoE (e.g., video freezing). We then
propose an enhanced recovery mechanism called AutoRec, which
can transform the disadvantages of on-off mode switching into an
advantage for reducing loss recovery latency without any mod-
ifications on the client side. AutoRec allows users to customize
overhead tolerance and recovery latency tolerance and adaptively
adjusts strategies as the network environment changes to ensure
that recovery latency meets user demands whenever possible
while keeping overhead under control. We implement AutoRec
upon QUIC and evaluate it via testbed and real-world commercial
services deployments. The experimental results demonstrate the
practicability and profitability of AutoRec.

Index Terms—QUIC, loss recovery, on-off traffic pattern,
multi-supplier market.

Received 11 January 2025; revised 3 July 2025 and 30 September 2025;
accepted 23 November 2025; approved by IEEE TRANSACTIONS ON NET-
WORKING Editor A. Balasubramanian. This work was supported in part by the
National Natural Science Foundation of China under Grant 62572473, Grant
62202473, Grant 62441230, and Grant 62272466; in part by the Science Fund
for Creative Research Groups of the National Natural Science Foundation of
China under Grant 62221003; in part by the Key Program of the National Nat-
ural Science Foundation of China under Grant 61932016 and Grant 62132011;
in part by the National Science Foundation for Distinguished Young Scholars
of China under Grant 62425201; and in part by the Tencent Basic Platform
Technology Rhino-Bird Focused Research Program. (Corresponding author:
Bo Wu.)

Tong Li, Xu Yan, Jiuxiang Zhu, and Haoyi Fang are with the Key
Laboratory of Data Engineering and Knowledge Engineering, School
of Information, Renmin University of China, Beijing 100872, China
(e-mail: tong.li@ruc.edu.cn; yanxu2@ruc.edu.cn; jiuxiangzhu@ruc.edu.cn;
2021201680@ruc.edu.cn).

Bo Wu, Cheng Luo, and Fuyu Wang are with the Department
of Cloud Architecture and Platform, Tencent Technologies, Shenzhen
518057, China (e-mail: wubl4@tsinghua.org.cn; lancelotluo@tencent.com;
ivanfywang @tencent.com).

Xinle Du is with the Department of Computer Science and Technology,
Tsinghua University, Beijing 100084, China (e-mail: xinledul8.thucsnet@
gmail.com).

Ke Xu is with the Department of Computer Science and Technology,
Tsinghua University, Beijing 100084, China, and also with Zhongguancun
Laboratory, Beijing 100094, China (e-mail: xuke @tsinghua.edu.cn).

This article has supplementary downloadable material available at
https://doi.org/10.1109/TON.2025.3642008, provided by the authors.

Digital Object Identifier 10.1109/TON.2025.3642008

, Fellow, IEEE

I. INTRODUCTION

NTERNET live services such as Youtube Live, TikTok

Live, and Twitch have gradually become a fundamental
element for enriching daily life and work [1], [2]. This
underscores the critical need to enhance live streaming trans-
mission performance The ubiquitous packet loss is an essential
factor affecting client-side quality-of-experience (QoE) [3],
[4], which will introduce head-of-line (HOL) blocking and
even incur long-time video freezing if the available frames in
the player buffer are all consumed. Therefore, loss tolerance
control matters in live-streaming services.

The existing loss tolerance schemes mainly focus on
designing dual-side (i.e., service-side CDN and client-side
application) control policies, including Forward Error Correc-
tion (FEC) [5], [6], [7], [8], multi-path retransmissions [9],
[10], semi-reliable transmissions [11], [12], and application-
level controls [13], [14], [15]. However, as shown in Fig. 1,
live-streaming application operators (e.g., TikTok Live) usu-
ally apply the Multi-Supplier Strategy [16] in the CDN market
(see § II-A). As a result, it is the CDN vendor’s duty that
optimize the transmission performance (e.g., loss tolerance),
according to which the application operators will choose the
better-performed CDN vendors to carry more traffic (i.e.,
larger market share). In this case, only server-side sending
policies can be adjusted by the selected CDN vendors, which
lack the proper authority to synchronize client-side control
rules. Thus, the aforementioned loss tolerance schemes face
significant deployment challenges in a multi-supplier CDN
market.

In this case, most modern CDN vendors only apply the
automatic-repeat-request (ARQ) paradigm [17], [18] to control
loss tolerance as the commercial solution, which retransmits
only one replica of the lost packet when a loss is detected.
However, we find that the legacy ARQ-based loss recovery is
far from satisfactory according to our performed large-scale
measurements. For example, the proportion of connections
with maximum retransmission times of two or more exceeds
43%. Among them, a considerable portion of the connections
has certain packets that are retransmitted even more than 10
times (§ III-A). The retransmission loss enlarges the loss
recovery latency by 123.2 ms on average and 279.3 ms in the
worst case. This enlarged recovery latency further increases the
probability of empty buffer space on the client side, thereby
increasing the risk of video freezing (§III-C). Thus from a
philosophical standpoint, it is worth asking: Can we accelerate
loss recovery solely through CDN servers without modifying
clients? How can it be addressed with controllable overhead?
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Fig. 1. An example of a multi-supplier market for CDN vendors in large-scale
live streaming services.

Our key insight is that the on-off mode switching ubig-
uitously occurs in current live streams (§ III-B), where the
bandwidth during the “off” periods is not fully utilized. Our
measurements show that each live stream spends 464 ms
in off-mode per second and enters off-mode 20 times per
second on average. It is well-studied that the on-off traffic
pattern is not conducive to transmission control [19], [20],
[21], [22], [23], [24]. However, we argue that it can act as an
advantage for the loss tolerance control of live streaming. In
this paper, we present Aut oRec. This enhanced loss recovery
mechanism can transform the disadvantages of frequent on-off
mode switching into an advantage of loss tolerance control in
live streaming.

A naive implementation of AutoRec is to directly reinject
a fixed number of replicas of loss packets upon entering the
off-mode. However, this approach faces two challenges. First,
the fixed settings of redundant replicas cannot adapt well
to the dynamics of packet loss, while excessive reinjection
of packets results in non-trivial recovery overhead. Second,
according to our testbed experiments, the off-mode can be
unevenly distributed throughout an entire live session, and the
sending of replicas might be delayed without timely off-mode
entry. To tackle these issues, we propose a two-step solution:
Redundancy Adaption and Reinjection Control.

Redundancy Adaption intelligently determines how many
replicas of the lost packets should be reinjected.It sets the
number of replicas based on the user-customizable overhead
tolerance, recovery latency tolerance, and the network envi-
ronment.This assures loss recovery is accelerated to meet
user demands whenever possible while keeping the overhead
controllable.

Reinjection Control determines when to retransmit the repli-
cas. Generally, it enables the replica reinjection during the
off-modes. AutoRec further adopts the opportunistic rein-
Jjection to trigger loss reinjection even lacking the desired
opportunity of off-mode. This assures that each replica can
be reinjected in time even under uneven distribution of
off-modes.

We implement the AutoRec prototype in the user-space
QUIC protocol and deploy it on both testbed and real-network
CDN proxy for 6 months. The experimental results demon-
strate the practicability and profitability of AutoRec, in which
the average times and duration of client-side video freezing
can be lowered by 10.10% and 4.74%, respectively.

The rest of the paper is organized as follows: § background
introduces the multi-supplier CDN market and its impact on
CDN vendors’ accelerating loss recovery. § III motivates our
work with a large-scale measurement study. Then, the high-
level architecture and design details of AutoRec are depicted
in § IV and § V, respectively. § VI describes the detailed
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implementation of AutoRec. § VII gives the experimental eval-
uations of AutoRec. § VIII presents a discussion of AutoRec’s
overhead and its interaction with QUIC’s native mechanisms.
§ IX overviews the related work and § X concludes the paper.

II. BACKGROUND

In this section, we first introduce the Multi-Supplier Strategy
in the modern CDN market (§ II-A). We then discuss the
appeal of accelerating loss recovery (§ I1I-B), along with the
restriction on the loss recovery mechanism (§ II-C) from
the perspective of CDN vendors in the multi-supplier CDN
market.

A. Multi-Supplier CDN Market

Live-streaming application operators typically subscribe to
multiple CDN vendors simultaneously and periodically eval-
uate the performance of these vendors’ services based on
weighted QoE metrics, then reallocate subscription shares
accordingly. For example, as shown in Fig. 1, a live-streaming
application operator subscribes to the services of three CDN
vendors: Vendor 1, Vendor 2, and Vendor 3. In the previous
performance evaluation period conducted by the live-streaming
application operator, Vendor 1 had the highest performance,
Vendor 2 had medium performance, and Vendor 3 had the
lowest performance. Therefore, the live-streaming application
operator will allocate 1/2 of all service requests to Vendor 1,
1/3 to Vendor 2, and 1/6 to Vendor 3. For live-streaming appli-
cation operators, the Multi-Supplier Strategy not only allows
for a comparative analysis of different CDN vendors’ service
performance, facilitating the selection of higher-performing
CDN vendors but also continually drives CDN vendors to
enhance their service performance, leading to better CDN
services for the operators themselves. Thus, live-streaming
application operators are motivated to adopt the Multi-Supplier
Strategy, leading to the formation of a multi-supplier CDN
market where multiple CDN vendors serve the same video
live-streaming application operator.

B. Appeal of Accelerating Loss Recovery

Loss recovery influences video freezing. Live streaming is
highly sensitive to data timeliness, as traffic that fails to reach
receivers on time results in video freezing, thereby affecting
client-side QoE. Video freezing occurs when the player buffer
becomes empty, that is, when no video frame can be uploaded
before all cached frames have been consumed. One important
reason for the player buffer becoming empty is that the lost
data cannot be recovered in time, causing longer intra-stream
HOL blocking time, especially in the common designs of
TCP and QUIC protocol. This paper focuses on enhancing
the timeliness of loss recovery to reduce video freezing.

Video freezing influences profit. In the multi-supplier CDN
market, for CDN vendors, improving their QoE metrics can
lead to a larger share of subscriptions, resulting in higher
profits. The video freezing metrics (i.e., video freezing times
per 100 seconds and video freezing duration per 100 sec-
onds) are important QoE indicators for evaluating the service
performance of CDN providers. Thus, the CDN vendors are
motivated to optimize video freezing metrics.
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Fig. 2. The times and duration of L7-player freezes.

The current video freezing is suboptimal. We conduct
large-scale measurements and collect one-year values of video
freezing metrics from a famous live platform in four areas
(i.e., Southeast Asia, Latin America, the Middle East, and a
selected country).Fig. 2(a) presents the spatial variations of
video freezing metrics across different regions, while Fig. 2(b)
depicts their temporal variations in Area 1. As shown in
Fig. 2(a), over each 100 s interval,! clients experience on
average more than 1.3 s of video freezing (up to ~2.5 s in
Area 4), where even a single freeze event can significantly
degrade user experience. Furthermore, Fig. 2(b) indicates that
video freezing events exceeding 2 s or occurring more than
twice are frequently observed after 20:00.

C. Restriction on the Loss Recovery Mechanism

In the multi-supplier CDN market, CDN vendors face
difficulties in deploying loss recovery mechanisms that require
modifications on both ends, which poses challenges for the
universal deployment of mechanisms like FEC in produc-
tion networks. The live-streaming client software is designed
and developed by the live-streaming application operators
themselves, which includes proprietary information, so its
source code is prohibited from being accessed or modified
by CDN vendors. Therefore, loss recovery mechanisms that
require modifications on both ends need the cooperation
of live-streaming application operators. In a multi-supplier
market, developing adaptations for a specific CDN vendor
may compromise the generality of their software proto-
cols, pose interaction risks with other vendors, and increase
operational costs. Consequently, live-streaming application
operators have no incentive to develop adaptations for the
mechanism upgrades of a specific CDN vendor.

III. MEASUREMENT STUDY

In this section, we conduct large-scale measurements? to
motivate our work, in which the characteristics of loss (§ II1I-A)
and live streaming (§ I1I-B) in the wild are further explored.We
then analyze the performance of live streaming in the presence
of packet loss, particularly retransmission loss (§ III-C).

A. Characteristics of Loss

We analyzed the characteristics of loss using real-world logs
spanning up to two weeks. These logs documented specific
details related to packet loss, including the frequency of loss
events and the magnitude of each loss. Our measurements
cover over 200,000 connections across diverse application
scenarios and geographic regions.

'The average QUIC connection lifetime of each live stream is 99.6 s.

The large-scale measurements are performed on the server side that runs
NGINX architecture with QUIC BBR.
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Observation #1: Retransmission loss is ubiquitous.
A packet may undergo multiple retransmissions before the
receiver correctly receives it. The number of retransmissions
per packet before successful reception can be further analyzed.
For any given connection, the maximum retransmission times
can be calculated as the highest count of retransmissions
across all packets within that connection. Fig. 3 illustrates the
distribution, i.e., PDF (Probability Density Function) and CDF
(Cumulative Distribution Function) of the maximum retrans-
mission times in the production network. The results show
that the proportion of connections with maximum retrans-
mission times of two or more exceeds 43%. Among them,
a considerable portion of the connections have certain packets
that are retransmitted even more than 10 times. Traditional
ARQ mechanism focuses solely on promptly retransmitting
lost packets after each loss event, but it overlooks the total
number of retransmissions and the total time required for the
retransmitted data to be successfully received by the receiver.
Therefore, the traditional ARQ mechanism hardly meets the
timeliness requirements for data in certain scenarios (e.g., live
streaming).

Observation #2: Loss shows dynamics. We then inves-
tigate the distribution of the loss rate (every 5 minutes) for
each connection across various global regions. The results
are depicted in Fig. 4(a). While some regions exhibit similar
average loss rates, their packet loss rate deviations differ, as
indicated by the shapes of the violin plots. For instance, both
Brazil and Japan have an average loss rate of 3.78%, but Japan
has the highest packet loss rate of 7.1% while Argentina has
5.7%. Fig. 4(b) further illustrates how the packet loss rate
evolves. Specifically, the loss rate is dynamic, varying between
2% and 5% over 24 hours. This confirms that packet loss
exhibits dynamic behavior in real-world scenarios. This also
reveals that an adaptive loss tolerance scheme should adapt to
differentiated conditions and the dynamic nature of networks.

B. Characteristics of Live Streaming

Unlike video-on-demand or file traffic, the current live
streams frequently and extensively reveal off-mode, in which
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Fig. 6. On-off mode measurements and experiments.

a sender’ temporarily has no data (i.e., becomes application-
limited [21], [25]) for continuous transmissions after sending
one or more frames. On the one hand, the new generation
rate of live data might be slower (e.g., than the sending
rate), requiring senders to wait until their sending queues are
replenished. For CDN vendors, the data generation rate reflects
the traffic transmission rate from anchors to servers, which
can be easily affected by real-time network status. On the
other hand, the live data will be encoded into video or audio
frames based on selected frame rate(s) and bitrate before its
transmission, which can also introduce time intervals between
adjacent frames. If one frame has been sent out while the
follow-up frame has not yet been encoded, the CDN sender
enters off-mode.

As Fig. 5 shows, the data of live streaming is encoded (by
video/audio encoder) into frame i which is delivered to the
sending queue (from ¢y to ¢;) and is sent out before ¢5. In
this case, the sender must wait (from ¢o to t3) for frame i+1
which will be encoded based on the follow-up live data.In this
paper, the on-off mode that appears on the sender side can be
recognized with the following conditions.

e On-mode: A mode that occurs when enough data exists
in the sending queue (i.e., ty ~ to and t3 ~ t5 in Fig. 5),
which can be sent by a sender at the subsequent time.

e Off-mode: A mode that occurs when no data can be
obtained for traffic transmissions (i.e., to ~ t3 in Fig. 5),
making senders have to wait for the follow-up frame.

We make large-scale measurements and gain the follow-
ing observations to further explore the on-off mode of live
streaming.

Observation #1: The on-off mode switching commonly
exists in live streaming. Fig. 6(a) presents our measurements
of the duration each stream spends in off-mode every second,
as well as the frequency of each stream entering off-mode on
a per-second basis, indicating that more than 95% of the live
streams can be in off-mode for 394 ms per second and enter
off-mode 17 times per second. On average, each live stream

3Since we collect and analyze data as well as conduct experimental
evaluations all from the CDN edge server, without special instructions, the
term “sender” refers to the CDN edge server instead of the original streaming
source.
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spends 464 ms in off-mode per second and enters off-mode
20 times per second.

Observation #2: The off-modes can be unevenly dis-
tributed throughout the live-streaming lifetime. Fig. 6(b)
depicts the cumulative values of both off-mode duration and
detected loss amount in a connection of our testbed experi-
ments. We can find (i) off-mode mainly occurs after 2 s while
only 2 out of 7 packets are detected lost during this period;
(i1) most packet losses (5 of 7) occur with minimal off-mode
exposure within the first second of the measured stream, during
which the stream remains in on-mode when the 4th to 6th
losses are detected.

C. Live Streaming Performance Under Loss

Live streaming requires high data timeliness which can
affect client-side QoE. Due to the characteristics of packet loss
and the limitations of traditional ARQ (§ III-A), the timeliness
issues caused by packet loss in live streaming are critical. We
introduce recovery latency to measure the timeliness of packet
loss recovery and conduct large-scale measurements on live
streams in real production networks.

Recovery latency is defined as the duration from when any
data is detected lost to when resending a recovery packet
that will be successfully received.Loss detection time, denoted
asTynit, is defined as the time elapsed for a data packet from
being sent to being retransmitted. Recovery latency consists
of zero or more Ty,,;:, reflecting the additional time for loss
recovery besides the first T),,,;¢.In Fig. 7(a), recovery latency
is 0.Fig. 7(b) shows the resent data is detected lost again and
another recovery packet (that will be successfully received at
t7) is sent at tg, where recovery latency = tg - t3.Besides, the
maximum recovery latency is employed to evaluate the largest
recovery latency for loss recoveries.

We make large-scale measurements and collect the trans-
mission logs of 50 million live streams. We then classify the
average values of measured recovery latency and maximum
recovery latency based on the ranges of loss rate and Smooth
Round-Trip Time (SRTT), as Table I shows.

Observation #1: The current recovery latency of live
streaming is far from satisfactory. For the lost data that
requires more than one retransmission, traffic senders waste
123.2 ms (i.e., recovery latency = 123.2 ms), on average,
before sending out the recovery packets that their receivers
will indeed acknowledge. Furthermore, the average maximum
recovery latency is up to 279.3 ms, which can easily cause
video freezing.

Observation #2: Higher loss rate and larger SRTT can
easily introduce more deteriorated recovery latency. As
Table I shows, with the increase in loss rate, the recovery
latency increases accordingly. This is because the recovery
data may experience another packet loss in the networks with
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TABLE I
LIVE-STREAMING RECOVERY LATENCY MEASUREMENT RESULTS

metrics value \ loss rate \ SRTT(ms) |

| 0% ~3% [ 3% ~ 10% | 10% ~ 30% | 30% ~ 50% [ 0 ~ 50 [ 50 ~ 200 [ 200 ~ 500 ] 500 ~ 2000 |
recovery latency (ms) 123.2 26.8 94.5 186.4 530.2 68.2 170.2 273.6 418.0
maximum recovery latency (ms) | 279.3 51.8 204.9 451.3 1288.4 149.2 391.3 698.8 960.9

* The displayed recovery latency (maximum recovery latency) only records the each-stream’s average (maximum) recovery latency of the lost data, whose recovery requires

two or more retransmissions.

a higher loss rate. By contrast, SRTT has serious impacts
on recovery latency. For example, maximum recovery latency
will be improved to ~1 s, on average, under the SRTT of
500 ~ 2000 ms, which is unacceptable for the timeliness of
loss recovery.

Therefore, an enhanced recovery scheme is highly required
to further optimize the current unsatisfied recovery latency and
promote the recovery timeliness of live streams.

IV. THE AUTOREC OVERVIEW

In this section, we first discuss the design principles of
AutoRec, whose architecture overview will then be given.

A. Design Principles

AutoRec regards the control-unfriendly on-off mode as an
essential opportunity for enhancing the recovery latency of
live streaming and mitigating the negative effects on player
freezing caused by potential HOL blocking. Our goal is to
accelerate loss recovery to meet user demands whenever pos-
sible while keeping the overhead controllable. AutoRec should
follow two design principles for optimizing the timeliness of
loss recovery in live streams.

Principle #1: The overhead introduced by AutoRec must
be controllable. If the overhead is not carefully managed,
AutoRec could result in negative returns. From the perspective
of a CDN vendor, AutoRec primarily introduces two types
of overhead. The first type is the traffic cost incurred by
replicas under traffic billing conditions, which increases costs.
The second type is the potential goodput reduction caused by
redundant replicas, which can lead to a decrease in QoE and
thus reduce revenue. Therefore, AutoRec should have clear
and simple control logic to manage the overhead introduced
by injecting replicas.

Principle #2: AutoRec should ensure that recovery
latency is reduced to meet user demands whenever pos-
sible. Different application scenarios have different require-
ments for recovery latency. AutoRec should allow for the
setting of recovery latency requirement and, while strictly
adhering to overhead constraints, inject few but enough pack-
ets to reduce the recovery latency to meet the recovery latency
requirement whenever possible.

B. The Architecture of AutoRec

AutoRec is a sender-side modification to the protocol stack
whose key modules are illustrated in Fig. 8. Particularly,
AutoRec adopts redundancy adaption to compute the number
of replicas of a lost packet that should be retransmitted next
periodically. Given the number of replicas, AutoRec then
adopts reinjection control to determine the specific order and
time for sending out each replica from the sender.

Redundancy {Network“' ement} ACK || Send ACK
Adaption { Parameters Reading } : ] |
Reinjection send Data smmmb| Receive ||

Control Under off-mod  Data | 3

Sender

Receiver

Fig. 8. The architecture of AutoRec.

Redundancy adaptation. This module answers the ques-
tion of how many replicas should be sent to accelerate
loss recovery. The redundancy level (denoted by K, K €
N) is defined as the number of replicas that should be
resent for a specific lost packet. To adapt to the dynam-
ics of loss, we incorporate redundancy adaptation to allow
the redundancy level to vary dynamically. To achieve this,
we introduce the Redundancy Adapter, which carefully
selects the most appropriate redundancy level for the lost
packets.

Reinjection control. This module answers the question of
how to send the given number of replicas determined by the
Redundancy Adapter. For each lost packet, more than one
replica might be injected into the network. To avoid bandwidth
contention for unlost data transmission, we introduce the
Reinjection Controller to enable sending replicas of the lost
packet if the stream is in off-mode. To further reduce the loss
recovery latency, the Reinjection Controller also opportunisti-
cally captures the ideal chance to reinject replicas even when
the stream is not in the off-mode. This ensures that AutoRec
can accelerate packet loss recovery even when off-mode is
absent or unevenly distributed.

V. DETAILED DESIGN

In this section, we will depict the detailed designs of
AutoRec for optimizing loss recovery.

A. Redundancy Adapter

We first define redundancy cost as the ratio of the total
number of injected replicas to the total number of sent
packets (excluding retransmitted packets and injected replicas).
Goodput reduction is defined as the reduction percentage
in goodput when injected replicas compared to the goodput
without injected replicas during transmission. The Redun-
dancy Adapter provides three user-customizable parameters:
the recovery latency tolerance (denoted by «), the redundancy
cost tolerance (denoted by f3), and the goodput reduction
tolerance (denoted by 7).
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Fig. 9. The redundancy adapter of AutoRec.

The redundancy level is determined periodically.* AutoRec
will measure the network metrics within each decision inter-
val. The network metrics include the average loss detection
time (§ III-C) and the average loss rate. When there is no
packet loss (i.e., loss rate = 0) in the last decision interval,
the Redundancy Adapter directly sets the redundancy level
to 0. Otherwise (i.e., 0 < loss rate < 1), taking the user-
customizable parameters and network metrics as input, the
Redundancy Adapter will execute the following four steps to
calculate the output, which is the redundancy level, as Fig. 9
shows. Step #1: Calculate the minimum redundancy level
satisfying the recovery latency constraint (denoted by K,).
Step #2: Calculate the maximum redundancy level satisfying
the redundancy cost constraint (denoted by K ). Step #3: Cal-
culate the maximum redundancy level satisfying the goodput
reduction constraint (denoted by K ). Step #4: Determine the
final redundancy level (denoted by Kjy) according to the above
K., Kz, K,. Next, we will elaborate step by step.

Step #1: Calculate the minimum redundancy level sat-
isfying the recovery latency constraint. Let K denote the
redundancy level, F'(K) denote the average recovery latency
for lost packets® under network conditions with the maximum
average recovery latency (i.e., the entire transmission process
remains in on-mode), and « denote the recovery latency
tolerance. The formal description of the problem to calculate
the minimum redundancy level that satisfies the recovery
latency constraint (denoted by K ) is as follows:

K, = argm&nK st. F(K)<aand K € N

Given the loss rate (denoted by R), the loss detection time
Tunit and the redundancy level K, when 0 < R < 1, Tynit >
0 and K € N, F(K) can be computed as follows (please refer
to Appendix B for the detailed derivation):

(1+ KRK)
1-R(1+K)
where K e N, O < R<1and Ty, >0 (D)

F(K) - Tunit

We further find that F(K) is monotonically decreasing for
K e N (please refer to Appendix C for the detailed proof).
In this case, we can determine K, using the binary search
method.

Step #2: Calculate the maximum redundancy level
satisfying the redundancy cost constraint. Let K denote

4The decision interval (denoted by D) is usually set several Round-Trip
Times (RTTs), e.g., D = 5 RTTs.

SIn this paper, we only focus on the lost packets that are retransmitted over
once.
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the redundancy level, G(K) denote the average redundancy
cost, and 8 denote the redundancy cost tolerance. The for-
mal description of the problem to calculate the maximum
redundancy level that satisfies the redundancy cost constraint
(denoted by K3p) is as follows:

Kg = argml?xK st. G(K)<fand K €N

Given the loss rate (denoted by R) and the redundancy
level K, when 0 < R < 1 and K € N, G(K) can be
computed as follows (please refer to Appendix D for the
detailed derivation):

G(K)=KR
where K e Nand 0 < R < 1 2)

We further find that G(K) is monotonically increasing for
K € N (please refer to Appendix E for the detailed proof).
In this case, we can determine K using the binary search
method.

Step #3: Calculate the maximum redundancy level sat-
isfying the goodput reduction constraint. Let K denote the
redundancy level, H(K) denote the average goodput reduction
under network conditions with the maximum average goodput
reduction (i.e., the entire transmission process remains in on-
mode), and  denote the goodput reduction tolerance. The
formal description of the problem to calculate the maximum
redundancy level that satisfies the goodput reduction constraint
is (denoted by K,,) as follows:

K, = argm}z{xxK st. HK) <vyand K € N

Given the loss rate (denoted by R) and the redundancy
level K, when 0 < R < 1 and K € N, H(K) can be
computed as follows (please refer to Appendix F for the
detailed derivation):

1
14+ KR—(1+ K)R? + RK+2
where K e Nand 0 < R < 1 3)

H(K) =1

We further find that H(K) is monotonically increasing for
K € N (please refer to Appendix G for the detailed proof).
In this case, we can determine K, using the binary search
method.

Step #4: Determine the redundancy level for this decision
interval. Since AutoRec aims to satisfy the constraint of
recovery latency whenever possible while strictly satisfying the
constraints of the redundancy cost and the goodput reduction,
the Redundancy Adapter determines the Ky as follows.

Ko = min{K,, Kz, K} 4)

B. Reinjection Controller

We use D,; to denote the lost data that has been resent
but unacknowledged by its receiver. The data D,; is added
and stored in a reinjection queue that is managed at the
sender.To decide when to retransmit the replicas, the Reinjec-
tion Controller is introduced, which reinjects replicas when the
current stream enters off-mode.The Reinjection Controller also
adopts opportunistic reinjection to further reduce loss recovery
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Fig. 10. Sender-side reinjection queue.

latency while keeping the bandwidth contention for unlost data
transmission within acceptable bounds.

Queue management. In AutoRec, a reinjection queue
will be created by a traffic sender when a new connection
of live streaming is established, which will be removed
once this connection is closed. AutoRec enables senders to
update the reinjection queue (using the following operations)
for each live stream whenever lost data is retransmitted or
acknowledged, as Fig. 10 shows.The detected lost data will
be inserted into the end of the reinjection queue after it
has been retransmitted.The D,; will be deleted from the
reinjection queue when (i) the resent D,; is acknowledged
by its receiver, or (ii) the performed reinjection times exceeds
the decided Ky. The D,; will be moved from the head
to the end of the reinjection queue if it has been resent
again, which is sorted by the timestamp of its last rein-
jection or retransmission. In addition, the AutoRec sender
maintains a status table for each reinjection queue, which
records the reinjection times (A;) that has been performed,
timestamp (Tstmp) of D,;’s last reinjection or retransmis-
sion and D, identification (Data_ID).° as Fig. 10 shows.

Opportunistic reinjection. To address the issue of unevenly
distributed on-off mode (§ III-B) and conduct replica reinjec-
tion more timely, AutoRec enables traffic senders to inject
packets even during on-mode.As illustrated in Fig. 10, in the
status table of the reinjection queue, Ty, can be used to
compute D,,;’s “silence” duration since its last retransmission
or reinjection. Once it exceeds the threshold Tipes, Dy Will
be fetched from the reinjection queue and then be resent
regardless of whether the off-mode is entered or not.To achieve
well-distributed loss reinjections, at each decision interval,
the Reinjection Controller will use the average loss detection
time (denoted by T,,;;) measured by AutoRec and the Kj
calculated by the Redundancy Adapter (§ V-A) as input, and
calculate T}p,,.s through the following formula:

Tuni t
Tihres = ﬁ (5)

Fig. 11 illustrates an example of how the Reinjection
Controller performs lost injections with several critical events.
Assume the redundancy level determined by the Redundancy
Adapter is 2.In this example, a lost packet is detected and
resent at t1. At time to, the time elapsed since the last transmis-
sion of this packet has exceeded threshold T},cs. Therefore,
the Reinjection Controller will reinject a replica of this packet
even if the sender is currently not in off-mode. From t3 to t5,
the AutoRec sender enters off-mode, which enables another
loss replica to be reinjected at ¢3. After this point, no further
replicas of this packet are injected, because for a single packet,

In this paper, Data_ID can be recognized as the packet number
(pkt_num) in TCP or the stream offset (stream_of fset) in QUIC.

M Loss is detected M Loss is resent
Loss is reinjected M Loss is acknowledged

Time since the packet was last
injected or retransmitted
o
=
o
(7]

‘off-mode

t, t, t;  tgtg Time

Fig. 11. An example of how the Reinjection Controller handles lost injections.
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Fig. 12. Testbed and real-world deployments.

we cannot inject more replicas than the redundancy level
determined by the Redundancy Adapter. At tg, one of the
reinjected replicas is acknowledged, which means that the loss
recovery process of the packet is completed. Note that only
the last injected replica is checked for loss. Even if all replicas
are lost, the existing ARQ mechanism will retransmit the last
injected replica when it detects the loss of the last injected
replica.Thus, the packet will not fail to be retransmitted by
ARQ, nor will it be retransmitted excessively.

VI. IMPLEMENTATION

We integrate all the components described in Section V into
only sender-side upgrades and implement AutoRec prototype
based on the user-space QUIC protocol (with the version
of LSQUIC QO043) [26] and NGINX architecture (with the
version of ias-nginx 1.17.3) [27]. Our implementation consists
of 900+ lines of code without any client-side modification.
Please refer to Appendix H for details on the AutoRec
implementation.

VII. EXPERIMENTAL EVALUATION

We perform the experimental evaluations on our estab-
lished testbed and the real networks, respectively. In the
testbed experiments, servers deploying AutoRec generate live-
streaming data and transmit it to clients through a network
environment simulated by the simulator, as Fig. 12(a) shows.
In real network experiments, CDN nodes deploying AutoRec
deliver live-streaming data obtained from the origin servers to
real user clients, as Fig. 12(b) shows.

The testbed server and client are running on CentOS
Linux release 7.9 with Intel(R) Xeon(R) CPU E5-2670 v3 @
2.30GHz (E5-2620 v3 @ 2.40GHz), 48 (24) processors, 62 GB
memory, and 1000 Mbps NIC. The employed network emula-
tor is HoloWAN ultimate 2600u which supports 0~ 1000 Mbps
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Fig. 13. Formula accuracy validation.

bandwidth, 0~10 s delay, 0~100% loss rate and 0~ 1000 GB
buffer length. In this section, unless otherwise declared, the
BBR (with version 1) [28] scheme is leveraged for congestion
controls. Additionally, to enhance the robustness of AutoRec,
we limit the value range of the redundancy level to [0, 10].
The baseline scheme is the typical ARQ paradigm that will
retransmit one recovery packet once a packet is detected lost.
In this section, each stream’s recovery latency is displayed
only for the lost data, whose recovery requires at least two
retransmissions.

To better evaluate AutoRec, we define a new metric called
recovery deterioration rate, which refers to the ratio between
the amount of lost data (D},) that takes two or more 13,,,;; (i.e.,
recovery latency > T,,:;) to be recovered, to the amount of all
lost data. For example, there are 2 packets (one is in Fig. 7(a)
and the other is in Fig. 7(b)) detected lost, which require one
Tunit and two T, for their successful recoveries (at t4 and
t7), respectively. Then, we can learn Dy = 1 and recovery
deterioration rate = 50%.

A. Testbed Evaluation

The testbed experiments are performed to validate the
accuracy of the formulas used by AutoRec, the parameter
sensitivity of AutoRec, the effectiveness of AutoRec’s oppor-
tunistic reinjection, the advantages compared to the ART [29],
the performance of AutoRec in Real-Time Communication
(RTC) scenarios, the robustness of AutoRec across diverse
packet loss models and loss rate magnitudes, and the perfor-
mance comparison of AutoRec against multiple FEC strategies
[71, [8], [30], [31].The basic environment is configured as
follows: 5% loss rate, 60 ms Round-Trip Time (RTT), 12 Mbps
bandwidth. Unless otherwise declared, we use recovery latency
tolerance o = 30 ms, redundancy cost tolerance S = 30%,
and goodput reduction tolerance v = 20%, without loss of
generality. The QUIC’s loss recovery mechanism employs
Tail Loss Probe (TLP) [32], Retransmission Timeout (RTO)
[33], and Forward Acknowledgement (FACK) [34] for packet
loss detection. Upon detecting lost packets, it immediately
initiates retransmissions. Crucially, QUIC imposes no maxi-
mum retransmission limit per packet to fulfill its reliable data
delivery guarantee.Each obtained metric is the average value
of over 100 sets of experiments, in which each live stream
will last for 60 seconds.

Formulas accuracy validation. In this experiment, we
validate the accuracy of three formulas used by AutoRec
for calculating the benefits and overhead varying with the

Redundancy level

(b) Copa

6 8 10 2
Redundancy level

(c) CUBIC

redundancy level (i.e., Formula 1, Formula 2, and Formula 3
in § V-A). We use a live stream with a bitrate of 12 Mbps
to ensure that the entire transmission process of the stream
remains in on-mode, thereby maximizing the negative impact
of redundancy injection on goodput. Additionally, we slightly
modify the Redundancy Adapter so that the redundancy level
remains a fixed preset value throughout the transmission
process, allowing us to measure the benefits and overhead
of AutoRec at the specified redundancy level. We use the
formulas employed by AutoRec, which describe the benefits
and overhead varying with the redundancy level, to calculate
the benefits and overhead of AutoRec at each fixed redundancy
level. Then, we use the testbed to simulate and measure the
benefits and overhead of AutoRec at each fixed redundancy
level. By comparing the values calculated using the formulas
with those measured through simulation, we can validate the
accuracy of the formulas used by AutoRec for calculating the
benefits and overhead varying with the redundancy level. Due
to the significant impact of congestion control algorithms on
transmission control, we conduct formulas accuracy validation
based on different congestion control algorithms separately.

As shown in Fig. 13, whether using BBR, Copa, or Cubic,
the calculated values from the formulas and the testbed
simulation values for recovery latency, redundancy cost, and
goodput reduction for a given redundancy level are in close
agreement. When using BBR and Copa, the absolute error of
recovery latency does not exceed 3.2 ms, and the absolute
errors of redundancy cost and goodput reduction do not
exceed 2.4%. When using CUBIC, due to the larger values
of recovery latency, the absolute error of recovery latency is
slightly higher but does not exceed 5.8 ms, and the absolute
errors of redundancy cost and goodput reduction do not
exceed 1.4%. As the redundancy level increases, differences
between the calculated values from the formulas and the
testbed simulation values increase. This is because the actual
amount of injected replicas is limited by the sending rate
determined by the congestion control algorithm, meaning that
the amount of replicas injected within a Tj,,;; is capped.
The larger the redundancy level, the greater the difference
between the actual average amount of replicas injected per
packet and the redundancy level, resulting in a larger dif-
ference between the simulated measurement values and the
calculated values from the formulas for AutoRec’s benefits and
overhead.

In summary, the formulas used by AutoRec can accurately
describe the benefits and overhead of AutoRec at each fixed
redundancy level.
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The sensitivity of user-customizable parameters. In this
experiment, we test the performance of AutoRec under dif-
ferent user-customizable parameters (i.e., recovery latency
tolerance, redundancy cost tolerance, and goodput reduction
tolerance in § V-A). We use a live stream with a bitrate of
12 Mbps to ensure that the entire transmission process remains
in on-mode, thereby maximizing the impact of injection on
goodput. We first set both the redundancy cost tolerance and
the goodput reduction tolerance to 100% to observe how
AutoRec’s benefits and overhead change with the recovery
latency tolerance. Next, we set recovery latency tolerance
to 0 ms and observe how AutoRec’s benefits and overhead
change with the redundancy cost tolerance or goodput reduc-
tion tolerance by setting the goodput reduction tolerance to
100% or the redundancy cost tolerance to 100%, respectively.

As shown in Fig. 14, the benefits and overhead of AutoRec
gradually decrease as the recovery latency tolerance increases.
As shown in Fig. 15 and Fig. 16, as the redundancy cost
tolerance or goodput reduction tolerance increases, AutoRec’s
benefits and overhead also increase. When the recovery latency
tolerance is set to 0 ms and both the redundancy cost tolerance
and goodput reduction tolerance are set to 100%, AutoRec’s
benefits and overhead are at their maximum, with the values
of recovery latency, recovery deterioration rate, redundancy
cost, and goodput reduction being 9.5 ms, ~0%, 47.6%, and
33.0%, respectively.

As shown in Fig. 14, due to factors such as the limit
on the maximum redundancy level, AutoRec cannot achieve
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Fig. 17. Opportunistic reinjection effectiveness validation.

the theoretical minimum recovery latency. When the recovery
latency tolerance is set between 10 ms and 200 ms, AutoRec
can inject appropriate replicas to control the recovery latency
within no more than 3 ms of the recovery latency tolerance.
When the recovery latency tolerance exceeds 100 ms, the
recovery latency can already meet the recovery latency tol-
erance requirements without injecting redundant replicas by
AutoRec. At this point, AutoRec injects negligible replicas,
and the redundancy cost and goodput reduction approach 0%.

As shown in Fig. 15 and Fig. 16, regardless of the values
set for the redundancy cost tolerance or goodput reduction
tolerance, AutoRec can maintain the measured redundancy
cost or goodput reduction no more than 1% of the redun-
dancy cost tolerance or goodput reduction tolerance. When
the redundancy cost tolerance or goodput reduction tolerance
gradually increases from 0% to 30%, AutoRec can quickly
reduce the recovery latency to below 20 ms. Further increasing
the redundancy cost or goodput reduction tolerance beyond
30% provides diminishing returns in terms of recovery latency
optimization, while incurring higher overhead.

In summary, AutoRec can accelerate recovery latency
to meet user-customizable recovery latency tolerance when-
ever possible while satisfying the constraints of the user-
customizable redundancy cost tolerance and goodput reduction
tolerance.

Opportunistic reinjection effectiveness validation. In this
experiment, we verify the effectiveness of using opportunistic
reinjection in the Reinjection Controller (§ V-B). We imple-
ment two versions of AutoRec: one with the opportunistic
reinjection mechanism and one without. We set the bitrate
of the live stream to 4 Mbps and observe how the benefits
and overhead of the two versions of AutoRec change as the
bandwidth gradually increases from 2 Mbps to 12 Mbps.

When the bandwidth is between 2 Mbps and 4 Mbps, the
entire transmission process is in on-mode. As shown in Fig. 17,
in this situation, the version of AutoRec without the oppor-
tunistic reinjection mechanism injects negligible replicas,
resulting in higher recovery latency and recovery deterioration
rate, which are 281.4 ms ~ 166.7 ms and 4.9% ~ 4.8%,
respectively, while its redundancy cost and goodput reduction
are almost 0. In contrast, AutoRec with the opportunistic
reinjection mechanism injects an appropriate amount of redun-
dant replicas, optimizing the recovery latency to 56.1 ms ~
32.9 ms and the recovery deterioration rate to nearly 0%. This
optimization effect is significantly better compared to AutoRec
without the opportunistic reinjection mechanism. Furthermore,
its redundancy cost and goodput reduction reach 21.2% ~
18.5% and 16.2% ~ 14.3%, respectively, which are higher
than those of AutoRec without the opportunistic reinjection
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mechanism. Nevertheless, it still meets the constraints of the
redundancy cost tolerance and goodput reduction tolerance.

When the bandwidth is between 8 Mbps and 12 Mbps, part
of the transmission process will be in off-mode. As shown
in Fig. 17, the version of AutoRec without the opportunistic
reinjection mechanism can inject more redundant replicas
as the bandwidth increases, optimizing the recovery latency
and recovery deterioration rate to 52.3 ms ~ 7.9 ms and
2.3% ~ 0.1%, respectively, with its redundancy cost and
goodput reduction being 5.0% ~ 14.5% and nearly 0%.
Similarly, the version of AutoRec with the opportunistic
reinjection mechanism can also inject an appropriate amount
of redundant replicas, optimizing the recovery latency and
recovery deterioration rate to 24.3 ms ~ 5.1 ms and nearly
0%, respectively, which is better than that of the version
without the opportunistic reinjection mechanism. Furthermore,
its redundancy cost and goodput reduction are 10.2% ~ 14.7%
and nearly 0%, respectively. Although the overhead is higher
compared to the version without the opportunistic reinjection
mechanism, they still meet the constraints of redundancy cost
tolerance and goodput reduction tolerance.

In summary, compared to the version of AutoRec without
the opportunistic reinjection mechanism, the version with the
opportunistic reinjection mechanism can inject an appropriate
amount of replicas to accelerate loss recovery when there is
no off-mode or when the off-mode distribution is uneven.

AutoRec vs. ART. This experiment compares two loss
recovery acceleration schemes: AutoRec and ART [29]. We
set the bitrate of the live stream to 4 Mbps and observe how
the benefits and overhead of AutoRec and ART change as the
RTT gradually increases from 20 ms to 200 ms.

As Fig. 18 shows, when the RTT is 20 ms, ART injects
more replicas than AutoRec, optimizing the recovery latency
and recovery deterioration rate to 13.02 ms and 0.23%,
respectively. Its redundancy cost and goodput reduction are
5.73% and nearly 0%, respectively. In this case, AutoRec
optimizes the recovery latency and recovery deterioration rate
to 15.76 ms and 0.45%, respectively. Although the optimiza-
tion effect is slightly worse than ART, it meets the recovery
latency tolerance. Its redundancy cost and goodput reduction
are 5.10% and nearly 0%, respectively, which is slightly lower
compared to ART.

As Fig. 18 shows, when the RTT is between 60 ms and
200 ms, ART’s recovery latency increases from 34.03 ms
to 109.44 ms as the RTT increases, with the recovery dete-
rioration rate between 0.12% and 0.19%. Its redundancy
cost and goodput reduction are 5.93% ~ 6.37% and nearly
0%, respectively. On the other hand, AutoRec injects more
redundant replicas than ART, maintaining the recovery latency
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below 30 ms and the recovery deterioration rate nearly 0%.
Its redundancy cost increases with the RTT, ranging from
14.72% to 24.44%, while its goodput reduction remains
nearly 0%.

In summary, compared to ART, AutoRec adjusts the amount
of redundant replica injection based on different RTTs to
optimize the loss recovery latency.

AutoRec vs. FEC. In this experiment, we implement
AutoRec on two RTC simulation platforms to: (1) validate
its performance in RTC scenarios, (2) assess its robustness
across diverse packet loss models and loss rate magnitudes,
and (3) benchmark its effectiveness against multiple FEC
strategies.

This experimental evaluation consists of the following
mechanisms:

e AutoRec: Our proposed packet loss recovery mech-
anism. In RTC scenarios, we use parameter settings
recovery latency tolerance o = 0 ms (minimizing recov-
ery latency), redundancy cost tolerance 8 = 20%, and
goodput reduction tolerance v = 20% as the standard
configuration.

e AutoRecy,c: The AutoRec mechanism with o = 0 ms,
B = 5%, and v = 5%. Compared to standard AutoRec
(B = 20%, v = 20%), AutoRec under this configura-
tion aims to reduce bandwidth cost by accepting higher
susceptibility to video freezing.

e AutoRecyc: The AutoRec mechanism with o = 0
ms, 3 = 50%, and v = 50%. Compared to standard
AutoRec (8 = 20%, v = 20%),AutoRec under this
configuration aims to reduce video freezing by tolerating
higher bandwidth costs.

e RTX: A fundamental packet loss recovery mechanism
that detects lost packets via ACK sequencing and retrans-
mits them.

e WebRTC/14: The original Web Real Time Commu-
nication (WebRTC) [35] FEC mechanism proposed in
Google’s 2014 paper [30], which dynamically adjusts
redundancy based on RTT measurements.

e WebRTC/now: The current industry-standard
WebRTC FEC implementation (used in Stadia [36],
Meet [37], etc.) that employs more aggressive redundancy
than WebRTC/14.

e Hairpin: A novel packet loss recovery mechanism for
edge-based interactive streaming that adaptively applies
FEC encoding to lost packets [8]. The standard coefficient
A of Hairpin is set to 10~%.

e Hairpinyc: The Hairpin mechanism configured with
A = 107!, Compared to standard Hairpin (A = 107%),
Hairpin under this configuration aims to reduce band-
width cost by accepting higher susceptibility to video
freezing.

e Hairpingc: The Hairpin mechanism configured with
A = 1077, Compared to standard Hairpin (A = 107%),
Hairpin under this configuration aims to reduce video
freezing by tolerating higher bandwidth costs.

e Tambur: An efficient loss recovery mechanism for
videoconferencing that leverages streaming codes—a spe-
cialized FEC variant optimized for burst losses [7]. We set
the maximum FEC redundancy ratio to 25% by default.
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e Tamburyc: The Tambur mechanism was configured
with its maximum redundancy parameter set to the min-
imum value, resulting in the generation of exactly one
FEC redundancy packet per video frame. Compared to
standard Tambur (maximum redundancy ratio = 25%),
Tambur under this configuration aims to reduce band-
width cost by accepting higher susceptibility to video
freezing.

e Tamburyc: The Tambur mechanism configured with
maximum redundancy ratio = 50%. Compared to stan-
dard Tambur (maximum redundancy ratio = 25%),
Tambur under this configuration aims to reduce video
freezing by tolerating higher bandwidth costs.

We evaluate the following performance metrics:

e Deadline miss rate (DMR): Proportion of video frames
failing to render before their deadline due to packet loss.

e Bandwidth cost (BWC): The ratio of non-video-frame
bytes (e.g., reinjection redundancy bytes, FEC redun-
dancy bytes) to total transmitted bytes.

e Percent of video spent frozen: The ratio of the cumula-
tive duration of video freezing events to the total video
playback time, expressed as a percentage.

We configure the environment with 12 Mbps bandwidth,
4 Mbps bitrate, 60 fps frame rate, 30 ms RTT, and 100 ms
playback deadline.

First, using an ns3-based WebRTC simulator [38], we eval-
uate the deadline miss rate and bandwidth cost of AutoRec,
AutoRec ¢, AutoRecyc, WebRTC/14, WebRTC'now, Hairpin,
Hairpin| ¢, and Hairpinyc under a variety of conditions, includ-
ing four fixed packet loss rates (0.5%, 1%, 5%, 10%) and
two real-world network traces.Specifically, Trace #1 represents
a high-loss, stable-latency environment, characterized by an
average bandwidth of 11.3 Mbps, an average RTT of 13.7 ms,
an RTT variance of 13, an average packet loss rate of 10.1%,
and a 95th percentile packet loss rate of 75.0%. In contrast,
Trace #2 exemplifies a low-loss, high-jitter RTT scenario, with
an average bandwidth of 4.6 Mbps, a longer average RTT of
38.1 ms, a substantially larger RTT variance of 178, an average
packet loss rate of 2.8%, and a 95th percentile packet loss rate
of 25.0%.

Fig. 19 illustrates the experimental results. As shown in
Fig.19(a) and Fig. 19(b), at low packet loss rates (0.5%
and 1%), AutoRecyc, AutoRec, and AutoRec ¢ all achieve
0% deadline miss rate with modest bandwidth cost, where
the highest cost are 9.92%, 9.92%, and 4.39% respectively,
satisfying redundancy cost constraint. While WebRTCyow and
WebRTC/q4 also achieve 0% deadline miss rate, they incur
substantially higher bandwidth costs reaching 32.81% and
16.16%. Hairpinyc achieves 0% deadline miss rate at both
loss rates, whereas Hairpin fails at 0.5% loss and Hairpin, ¢
fails at both rates. Notably, Hairpin in all three configurations
maintains minimal bandwidth costs under 3%.

As shown in Fig. 19(c) and Fig. 19(d), at high loss rates
(5% and 10%), AutoRecyc maintains a 0% deadline miss rate
with bandwidth cost up to 46.28%. However, AutoRec fails to
achieve 0% deadline miss rate at 10% loss rate while incurring
up to 17.23% bandwidth cost. AutoRec ¢ completely fails to
achieve 0% deadline miss rate and performs comparably to
RTX at 10% loss rate. AutoRec in all three configurations
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Fig. 19. The performance of the AutoRec and FEC mechanisms under both
controlled fixed packet loss rates and real-world network traces.

satisfies its respective redundancy cost constraints. Neither
WebRTCnow nor WebRTC/q4 achieves a 0% deadline miss
rate under either loss rate, with bandwidth costs below 39.38%
and 12.77% respectively. Hairpinyc and standard Hairpin
achieve 0% deadline miss rate with bandwidth cost up to
44.48% and 35.48% respectively, while Hairpin ¢ fails with
bandwidth cost up to 10.26%. Notably, at 10% loss rate,
Hairpin ¢ reduces deadline miss rate more significantly than
AutoRec while consuming less bandwidth.

As shown in Fig. 19(e), under Trace #1, AutoRec performs
considerably worse than Hairpin but outperforms WebRTC.
Specifically, in this high-loss environment, the AutoRecc
instance injects negligible redundant packets to avoid exceed-
ing the overhead limit, resulting in minimal improvement
to the deadline miss rate. In contrast, the AutoRec and
AutoRecyc instances reduce the deadline miss rate to 0.067%
and 0.051%, with associated bandwidth costs of 18.5% and
55.9%, respectively. However, owing to the superior efficiency
of FEC over simple retransmission, even the best-performing
AutoRec instance (AutoRecpc) is surpassed by Hairpinc.
The latter achieves a lower deadline miss rate of 0.045% at
a significantly lower bandwidth cost of only 0.27%. Among
the WebRTC versions, WebRTC:\ow achieves the best result,
yet its deadline miss rate (0.073%) remains higher than
that achieved by the AutoRec instance, with a bandwidth
cost of 14.7%.

As shown in Fig. 19(f), under Trace #2, AutoRec demon-
strates stronger performance than both Hairpin and WebRTC.
Owing to the low loss rate and high RTT variability, Hair-
pin overestimates the number of remaining retransmission
opportunities, leading to an insufficient number of FEC pack-
ets. Consequently, the best-performing instance of Hairpin
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Fig. 20. The performance of the AutoRec and Tambur under varying packet
loss rates in the bad state of Gilbert-Elliott model.

(Hairpinyc) only reduces the deadline miss rate to 0.35% with
a bandwidth cost of 1.85%. In comparison, the least effective
instance of AutoRec (AutoRec|c) achieves a lower deadline
miss rate of 0.33% with a bandwidth cost of 4.56%. Among
the WebRTC versions, WebRTC:\ow achieves the best result,
yet its deadline miss rate and bandwidth cost are both worse
than those of AutoRec.

These results demonstrate AutoRec’s effectiveness in RTC
scenarios. Under low packet loss conditions, AutoRec out-
performs these FEC mechanisms, achieving comparable stall
reduction with similar or lower bandwidth cost. However, as
packet loss rates increase, AutoRec’s effectiveness diminishes
relative to these FEC mechanisms. To match their stall reduc-
tion at higher loss rates, AutoRec incurs greater bandwidth
costs that increasingly exceed those of the FEC mechanisms.

Second, we evaluate the percent of video spent frozen and
bandwidth cost of AutoRec, AutoRec| ¢, AutoRecnc, Tambur,
Tambur; ¢, and Tamburyc in Gilbert-Elliott loss model [39]
using Ringmaster (an extensible videoconferencing research
platform for FEC benchmarking, replacing WebRTC for con-
trolled experiments) [40].

The Gilbert-Elliott (GE) model is a two-state Markov chain
widely used to simulate burst packet losses in networks, where
the channel alternates between good (low-loss) and bad (high-
loss) states. We implement a Gilbert-Elliott loss model with
state transitions every 30 ms, fixed transition probabilities
(good to bad: 20%; bad to good: 80%), fixed good state loss
rate (1%), and varying bad state loss rates (10%, 20%, 40%,
60%, 80%) to evaluate AutoRec’s performance under varying
burst loss intensities. Ringmaster utilizes a constant bitrate
transmission scheme without congestion control. It does not
employ a timeout-based termination mechanism. Instead, if the
first unacknowledged datagram remains outstanding for more
than one second, the sender forces the next frame to be a key
frame and continues transmission.

Fig. 20 illustrates the experimental results. At low bad
state loss rate (10%), AutoRec, AutoRec ¢, and AutoRecyc
can reduce the percent of video spent frozen to 0%, with
AutoRec| ¢ operating under the strictest redundancy cost con-
straint and incurring only 4.93% bandwidth cost. Meanwhile,
Tambur, Tambur;c, and Tamburyc achieve 0% of video
spent frozen. Tambur| ¢ (the one with the smallest bandwidth
cost among Tambur, Tambur ¢, and Tamburyc) requires over
13.81% bandwidth cost, significantly exceeding AutoRec’s
bandwidth cost. At moderate bad state loss rates (20% to
40%), the performance in reducing the percent of video spent
frozen of both AutoRec and Tambur across configurations
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Fig. 21. AutoRec’s benefits and overhead in the real network.

consistently correlates with their bandwidth cost rankings.
Under high bad state loss rates (60% and 80%), Tambur
achieves 3.88% and 11.91% of video spent frozen at a
bandwidth cost of ~28%; by contrast, even AutoRecyc (the
best-performing one for freeze reduction among AutoRec,
AutoRec| ¢, and AutoRecpc) achieves only 3.13% and 12.38%
of video spent frozen at a bandwidth cost of ~53%.

These results demonstrate that AutoRec delivers strong
performance even under burst packet loss conditions. While
AutoRec outperforms Tambur at low burst loss rates, its
effectiveness in reducing video freezes diminishes as the burst
loss rate increases. Under high burst loss rates, AutoRec falls
short of Tambur’s performance.

In summary, AutoRec effectively reduces video freezes
within redundancy cost constraints for RTC applications. It
consistently mitigates freezes under all tested packet loss con-
ditions, including varying loss magnitudes (low to high) and
types (random and burst), though its effectiveness decreases as
loss rates increase. Crucially, AutoRec outperforms multiple
FEC schemes at low loss rates, matches their performance
at moderate loss rates, but is surpassed by multiple FEC
mechanisms in high-loss scenarios.

B. Real-Network Evaluation

To further explore AutoRec’s performance,we deploy
AutoRec prototype in our CDN proxy and evaluate video
freezing metrics, loss recovery benefits, and reinjection over-
head.

Parameter configuration. To facilitate the deployment of
AutoRec in real-world networks,the user-customizable param-
eters in the Redundancy Adapter (§ V-A), namely recovery
latency tolerance (o), redundancy cost tolerance (3), and
goodput reduction tolerance (v), are set to 200 ms, 50%, and
50%, respectively.

AutoRec’s loss recovery benefits and overhead. Fig. 21(a)
demonstrates the performance of AutoRec in the real network,
showing consistent improvements in recovery latency and
recovery deterioration rate.The average recovery latency is
reduced by 15.8%, from 231.2 ms to 194.6 ms, while the
average recovery deterioration rate decreases by 1.7%, from
23.0% to 22.6%. Notably, the 95th percentile recovery latency
is reduced by 102.2 ms. This means that for the worst-
affected 5% of receivers, the waiting time for recovering from
the loss of a first retransmission is cut by 102.2 ms.These
results indicate that AutoRec effectively reduces the recovery
latency below the recovery latency tolerance, which satisfies
the recovery latency constraints.

The overhead of AutoRec under the evaluated parameter
configuration is shown in Fig. 21(b), which demonstrates
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that the introduced overhead is negligible. Specifically, the
average redundancy cost of AutoRec is only 0.47%, indicating
that the total traffic increases by at most 0.47%. Meanwhile,
the average goodput reduction of AutoRec is just 0.34%.
Compared to the baseline, the reduction in goodput is more
pronounced at higher percentiles, with a decrease of 2.58%
at the 95th percentile, from 2.99 Mbps to 2.91 Mbps. From
the above results, it is evident that AutoRec’s redundancy cost
and goodput reduction are both strictly within the redundancy
cost tolerance and goodput reduction tolerance, meeting the
constraints on overhead.

In summary, in the real network, the deployed AutoRec
accelerates loss recovery to meet user demands whenever
possible while keeping the overhead controllable.

Video freezing. The AutoRec performance can be further
evaluated by the observed client-side video freezing, including
its frequency and duration. As Fig. 22(a) shows, AutoRec
reduces the average freezing times (per 100s) from 0.69 to
0.62, representing an improvement of 10.10%. The minimum
and maximum values of video freezing times (per 100s) are
reduced by 26.83% and 11.61%, respectively.Furthermore,
AutoRec also reduces freezing duration (per 100s) by 4.74%,
in which the maximum value is reduced by 159.03 ms (with
the ratio of 13.39%), as Fig. 22(b) shows.

In summary, the results demonstrate that AutoRec effec-
tively enhances loss recovery timeliness, leading to a
measurable reduction in both the frequency and duration of
client-side video freezing.

VIII. DISCUSSION
A. What About the Overhead of AutoRec?

The computational and storage overhead of the AutoRec
remains minimal even under extreme conditions.

Computational overhead. The computational overhead
of AutoRec consists of the following two aspects: (i) the
calculation of the redundancy level in the Redundancy
Adapter; (ii) the computational operations of insertion, dele-
tion, and movement of the reinjection queue in the Reinjection
Controller.

For aspect (i), the redundancy level is periodically calcu-
lated at each decision interval. The time complexity of this
calculation is O(log(n)), where n is the maximum allowable
value of Ky (§ V-A), typically set to 10. Given the small value
of n and the logarithmic time complexity, the computational
overhead is negligible.

For aspect (ii), since the insertion, deletion, and movement
operations do not affect the order that the entire reinjection
queue should maintain, i.e., an order where the time of their
last transmission is from the earliest at the front to the latest at
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the back, there is no need for sorting operations. Insertion and
movement operations do not require traversing the reinjection
queue. Instead, they only access the head and tail of the
reinjection queue, which means no excessive computation is
required. However, deletion requires traversing the reinjection
queue to find the acknowledged packets and then delete them.
The time complexity here is O(n), where n is the number of
packets in the reinjection queue. In the worst-case scenario,
namely that all sent packets are lost, the reinjection queue
will contain all the packets sent within one RTT. According
to our measurement results, the average bitrate of live streams
is 984.5 kbps, the average SRTT is 95.5 ms, and the amount
of data carried by each packet is approximately 1300 bytes.
Therefore, in the worst-case scenario, the average number
of packets in the reinjection queue of each connection is
approximately 9. So, the overhead required to traverse the
reinjection queue once is extremely small.

Storage overhead. The storage overhead of AutoRec
mainly consists of the following two aspects: (i) the storage
overhead required for measuring the loss detection time in
the Redundancy Adapter; (ii) the storage overhead needed to
implement the reinjection queue in the Reinjection Controller.

For aspect (i), we need to store the first transmission time
of each currently unacknowledged packet so that the loss
detection time of the packet can be obtained when it is first
retransmitted. As analyzed in § VIII-A, the average number
of packets in the reinjection queue of each connection is 9,
therefore, the storage overhead of storing the sending time of
each currently unacknowledged packet will not be large either.

For aspect (ii), we need to store each packet that is currently
being retransmitted but has not been acknowledged and whose
number of injection times is less than Ky (§V-A) in the reinjec-
tion queue. Additionally, we have to record some information
for these packets. Evidently, compared with the overhead of
storing packets, the overhead of recording information for
these packets can be neglected. As analyzed in § VIII-A,
the average number of packets in reinjection queue at any
given moment is 9. Therefore, in the worst-case scenario, the
overhead of storing packets in reinjection queue will not be
significant either.

B. Will AutoRec Exacerbate Congestion?

In fact, the number of packets injected by AutoRec will
not be so large as to exacerbate network congestion. Firstly,
AutoRec can adaptively adjust the number of injections for
each packet. When there is congestion, the packet loss rate
will increase. At this time, AutoRec will adaptively reduce the
number of injections for each lost packet in the next decision
interval according to the goodput reduction tolerance and
redundancy cost tolerance, so that the total number of injected
packets will not exceed a certain threshold. In addition, as
analyzed in § VIII-A, the average number of packets that are
sent but not acknowledged is very small. As shown in Fig. 4,
the average packet loss rate in the real network is about 4%,
that is, the lost packets account for a very small part of the total
number of sent packets. And we only inject packets that are
retransmitted but not acknowledged, so the number of injected
packets will not be large to exacerbate congestion.
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C. How AutoRec Integrates With QUIC’s Existing
Loss-Recovery Mechanisms?

QUIC’s native loss-recovery mechanism exclusively tracks
the last transmission attempt (whether initial transmission,
retransmission, or reinjection) for each packet. It utilizes
this final attempt’s information to determine packet loss and
initiate retransmissions, thereby ensuring reliable data deliv-
ery. AutoRec, conversely, performs reinjection of previously
retransmitted or injected packets only under specific condi-
tions. Notably, both reinjection and retransmission operations
require first renumbering the original data packet and then
sending the renumbered packet. Crucially, AutoRec fundamen-
tally advances retransmission timing by executing these packet
retransmissions before loss occurs. This process operates with-
out interfering with QUIC’s native loss-recovery mechanism
or compromising reliability.

Ilustrative example (AutoRec’s redundancy level = 2):
When QUIC’s native loss-recovery mechanism detects that
packet P; (carrying application data D) is lost, it retransmits
P, by renumbering it as P» and sending P». QUIC then
stops monitoring P; for loss and begins monitoring P, for
loss. If AutoRec’s conditions are met, it reinjects P, by
renumbering P, as Ps; and sending Ps;. QUIC consequently
stops monitoring P> for loss and begins monitoring P; for
loss. When AutoRec’s conditions are met again, it reinjects Ps
by renumbering P; as P, and sending P,. QUIC then stops
monitoring P3 for loss and begins monitoring P, for loss.
Upon a third trigger, AutoRec skips reinjection of P, because
the packet carrying data D has been reinjected twice, reaching
the maximum allowed by the redundancy level. Should P, be
lost, QUIC’s native loss-recovery mechanism detects this loss,
retransmits P, by renumbering P, as P5 and sending Ps, then
stops monitoring P, for loss and begins monitoring P; for loss.
Thereafter, QUIC’s existing loss-recovery mechanism ensures
data D is successfully delivered to the receiver through this
persistent cycle of loss detection and retransmission. Notably,
if any packet from P; to P; is ACKed, the loss detection for
P5 is terminated to prevent infinite retransmission loops.

IX. RELATED WORK

Adaption to on-off traffic pattern. To the best of our
knowledge, almost all prior works [41], [42], [43], [44], [45],
[46], [47], [48], [49], [50], [51], [52], [53] fall into the category
of adapting congestion control to on-off traffic patterns. For
example, Zhang et al. [46] proposed a TCP variant to over-
come the challenges, in which the on-off traffic pattern disturbs
the increase of the TCP congestion window and triggers packet
loss at the beginning of the on-mode.This paper does not focus
on the congestion control issues of live streaming. Instead, in
a manner analogous to how TADOC [54] leverages repetitive
textual features to optimize text analytics, we leverage the on-
off pattern to accelerate packet loss recovery.

Loss tolerance control for live streaming. Many stud-
ies have been proposed to enhance the data timeliness of
live streaming to achieve efficient loss recovery and opti-
mize client-side video freezes. The key ideas of these works
include injecting supplement data (e.g., FEC [5], [6], [7],
[8] and multi-path retransmissions [9], [10], [55]), ignoring
some non-critical losses (e.g., application-level controls [13],
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[14], [15], semi-reliable transmissions [11], [12], [56]). For
instance, Tambur [7] employs streaming codes, a specialized
FEC variant optimized for burst losses. In contrast, AutoRec
optimizes loss recovery for diverse loss patterns by selectively
reinjecting only lost packets, significantly reducing bandwidth
overhead under low-loss conditions. Whereas GRACE [56]
preserves QoE across varying packet losses via a novel neural
video codec implemented through specialized application-
layer frame encoding and decoding, AutoRec operates at the
transport layer by reinjecting lost packets. The mechanism
most close to AutoRec is Hairpin [8], which adaptively
applies FEC encoding to lost packets specifically for edge-
based interactive streaming. In fact, Hairpin can be viewed
as an advanced variant of AutoRec designed for scenarios
where modifying both client and server endpoints is feasible,
since under these conditions, FEC is more efficient than
simple packet reinjection. However, in commercial large-
scale live-streaming product networks, the CDN vendor is
mainly responsible for optimizing the end-to-end transmission
performance and has control rights only on the sender side.
Therefore, the above arts that apply client-side modification
cannot meet the requirements of real-world deployment. In this
paper, we propose a sender-side approach from the perspective
of CDN vendors.

Advancements upon ARQ. Modern CDN vendors simply
apply the ARQ for loss tolerance control in commercial
live-streaming services. However, the legacy ARQ-based loss
recovery is far from satisfactory. There also exist many studies
[29], [33], [57], [58], [59], [60], [61], [62] that improve the
performance of ARQ by introducing redundancy to loss recov-
ery. These works, however, suffer from obviously deteriorated
goodput since the inserted extra packets occupy the sender-side
and in-network resources. This paper overcomes the above
challenges by taking full advantage of the off-mode of live
streaming.

Upstream path. The data transmission paths for live
streaming can generally be simply divided into the upstream
path from the live streamer to the server and the downstream
path from the server to the user. Currently, many research
studies [4], [63], [64], [65] are dedicated to improving the
transmission quality of the upstream path. In contrast to these
efforts, AutoRec primarily focuses on the optimization of the
downstream path performance, with particular emphasis on
reducing packet loss recovery latency. Since the downstream
path is directly relevant to the users, optimizing the packet
loss recovery latency using AutoRec on the downstream path
rather than the upstream path is more likely to result in an
improvement of users’ Quality of Experience.

X. CONCLUSION

Slow loss recovery is not primarily caused by the retrans-
mission process itself, but rather by the loss of retransmitted
packets, which constitutes the fundamental challenge. To
address this issue, we propose AutoRec, a mechanism that
accelerates loss recovery by enabling senders to reinject
lost packet duplicates in a strategic and controlled manner.
AutoRec leverages the on-off mode switching prevalent in live
streaming to improve recovery timeliness without disrupting
ongoing data transmission. The effectiveness of AutoRec is
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validated through extensive testbed experiments and real-world
deployment. It has been integrated into Tencent’s global CDN
[66] and its EdgeOne platform [67], serving billions of live-
streaming users worldwide.
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